**Exercise 2: E-commerce Platform Search Function**

**Big O notation** describes the upper bound of an algorithm’s running time in terms of input size n. It tells you how the performance of your algorithm scales.

| **Big O** | **Description** | **Example** |
| --- | --- | --- |
| O(1) | Constant time | Accessing array element |
| O(n) | Linear time | Linear search |
| O(log n) | Logarithmic time | Binary search |
| O(n²) | Quadratic time | Nested loops |

**Best, Average & Worst Case:**

| **Search Type** | **Best Case** | **Average Case** | **Worst Case** |
| --- | --- | --- | --- |
| **Linear** | O(1) | O(n/2) ≈ O(n) | O(n) |
| **Binary** | O(1) | O(log n) | O(log n) |

**CODE:**

package week1.dsa;

import java.util.Arrays;

import java.util.Comparator;

class Product{

    int pid;

    String pname;

    String category;

    public Product(int pid, String pname, String category){

        this.pid = pid;

        this.pname = pname;

        this.category = category;

    }

    @Override

    public String toString(){

        return ("[" + this.pid + "] " + this.pname + " (" + this.category + ")");

    }

}

class SearchFunction{

    public static Product LinearSearch(Product[] products, String target\_name){

        for(Product p : products){

            if(p.pname.equalsIgnoreCase(target\_name)){

                return p;

            }

        }

        return null;

    }

    public static Product BinarySearch(Product[] products, int target\_id){

        int low = 0;

        int high = products.length - 1;

        while(low <= high){

            int mid = (low + high) / 2;

            if(products[mid].pid == target\_id){

                return products[mid];

            }

            else if(products[mid].pid < target\_id){

                low = mid + 1;

            }

            else{

                high = mid - 1;

            }

        }

        return null;

    }

    public static void sortProducts(Product[] products) {

        Arrays.sort(products, Comparator.comparingInt(p -> p.pid));

    }

}

public class E\_commercePlatformSearchFunction {

    public static void main(String[] args) {

        Product[] products = {

            new Product(101, "Laptop", "Electronics"),

            new Product(102, "Mobile", "Electronics"),

            new Product(103, "Watch", "Accessories"),

            new Product(104, "Shirt", "Clothing"),

            new Product(105, "Book", "Education"),

            new Product(106, "Shoes", "Footwear")

        };

        Product res1 = SearchFunction.LinearSearch(products, "Laptop");

        System.out.println("Linear Search Result: " + (res1 != null ? res1 : "Not Found"));

        SearchFunction.sortProducts(products);

        Product res2 = SearchFunction.BinarySearch(products, 105);

        System.out.println("Binary Search Result: " + (res2 != null ? res2 : "Not Found"));

    }

}

**OUTPUT:**

**![](data:image/png;base64,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)**

**Analysis:**

**Time Complexity Comparison:**

In terms of large datasets Binary Search is better than Linear Search.

| **Algorithm** | **Time Complexity** | **When to Use** |
| --- | --- | --- |
| Linear Search | O(n) | Small or unsorted datasets |
| Binary Search | O(log n) | Large and sorted datasets |

**Exercise 7: Financial Forecasting**

**Recursion** is a programming technique where a method **calls itself** to solve a smaller instance of the same problem.

**CODE:**

package week1.dsa;

public class FinancialForecasting {

    public static double forecast(double initial\_amt, double rate, int years) {

        if (years == 0) {

            return initial\_amt;

        } else {

            return forecast(initial\_amt, rate, years - 1) \* (1 + rate); //recursion

        }

    }

    public static void main(String[] args) {

        double p\_amt = 1000.0; // Initial amount

        double growthRate = 0.10;  // 10% per year

        int years = 5;

        double futureValue = forecast(p\_amt, growthRate, years);

        System.out.printf("Future Value after %d years: $%.2f\n", years, futureValue);

    }

}

**OUTPUT:**

**![](data:image/png;base64,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)**

**Analyse:**

**Time Complexity:**

* Each call reduces years by 1.
* So, **T(n) = O(n)** — **linear time**.

**Optimization:**

Recursion can be inefficient in deep calls. Use **Memoization** or convert to **iteration** if performance is critical.